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Abstract—Wireless body area network (WBAN) and big data
techniques indubitably enable the online medical diagnosis
system to be more practical. In the system, to make a more
accurate diagnosis, doctors wish to obtain some archived med-
ical data records, which are similar to the sensed patient data,
to learn from the prior diagnoses. As a practically useful sim-
ilarity search, the dynamic skyline query can provide doctors
with similar data records having all possible relative weights of
attributes. Driven by the powerful cloud, the data owner often
outsources encrypted data and the corresponding services, e.g.,
dynamic skyline query services here, to a third-party cloud. As a
result, it is required to perform the dynamic skyline query over
encrypted data. However, existing schemes are either insecure or
inefficient. To address the issue, in this article, we propose an effi-
cient and privacy-preserving dynamic skyline query scheme and
use it in an online medical diagnosis system. Specifically, based
on symmetric homomorphic encryption (SHE), we present a set
of efficient and secure protocols to achieve various operations,
such as less than comparison, equality test, and dominance deter-
mination, without leaking any sensitive information to the cloud.
With these secure protocols, we carefully design our dynamic
skyline query scheme to attain full security and high efficiency
at the same time. Detailed security analysis shows that our
proposed scheme is indeed privacy-preserving. With extensive
experimental evaluations, we show that our proposed scheme
outperforms the alternative scheme by two orders of magnitude
in the computational cost and at least 8.1× in the communication
cost.

Index Terms—Access pattern, dynamic skyline, privacy preser-
vation, skyline query, symmetric homomorphic encryption (SHE).

I. INTRODUCTION

AS a practical application area of Internet of Things (IoT),
the wireless body area network (WBAN) has been widely

studied in the remote/online medical diagnosis system [1]–
[3], in which patients’ physiological data are collected by
biosensors, and doctors can remotely make a medical diagnosis
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according to the sensed data. Meanwhile, the patient’s phys-
iological data and the corresponding diagnosis results can be
archived, and other doctors can make full use of the archived
data to obtain valuable experiences by searching physiologi-
cal data records that are similar to the sensed physiological
data. To have effective and all-sided reference information,
it is desirable for doctors to retrieve similar physiological
data records considering all possible relative weights of the
attributes, e.g., considering one attribute or an arbitrary combi-
nation of attributes [4], which can be achieved by performing
dynamic skyline queries [5]. That is because, with a query
point (sensed physiological data of a patient), the dynamic sky-
line query can find a set of similar physiological data records
(already had diagnosis results), which are close to the given
query point. With these retrieved data records and diagnosis
results, doctors can make a more comprehensive medical anal-
ysis for the patient and thus, have a more accurate diagnosis.
Consequently, the online medical diagnosis system needs to
respond to dynamic skyline queries of doctors such that doc-
tors can search Pareto-similar physiological data records from
the archived data set. See the formal definition and a detailed
example of the dynamic skyline query in Section III-A.

In a real-world scenario, a single hospital generally does
not have sufficient medical data to provide valuable references
for doctors. Therefore, to mine more valuable information,
it is beneficial for hospitals to share their medical data in a
third-party cloud and enable the cloud to provide the query
services [6]. However, it suffers from privacy issues, i.e.,
patients’ physiological data are sensitive, while the cloud is
not fully trusted. A promising solution is to encrypt these out-
sourced data and perform queries over encrypted data [7]–[10].
Although, various schemes [2], [6], [11], [12] were proposed
to deal with skyline queries over encrypted data, they did not
consider the dynamic skyline query, which is the target query
in our paper, and cannot be directly used to tackle such a query.
The reason is that before computing skyline, the dynamic sky-
line query needs to calculate the absolute values between the
data records and the given query point, which results in a gap
between the above schemes and the secure dynamic skyline
query. Recently, the works in [4] and [13] designed schemes
to achieve the secure dynamic skyline query over cloud.
Unfortunately, the work in [13] employed the order reveal-
ing encryption (ORE) to encrypt outsourced data. It leaks the
order relations on each dimension and cannot hide access pat-
terns, which may incur inference attacks [14], [15]. Although
Liu et al. [4] designed a fully secure dynamic skyline query
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scheme, i.e., preserving the privacy of outsourced data, query
requests, query results, and access patterns, it has performance
issues due to the inefficient basic protocols. Therefore, it is still
challenging to ensure both the security and efficiency of the
dynamic skyline query scheme at the same time.

In this article, we aim to propose a privacy-preserving
dynamic skyline scheme that can be used in the online medical
diagnosis system. Our proposed scheme has the same security
level as that in [4] while ensuring efficiency. To achieve it,
we first adopt an efficient symmetric homomorphic encryp-
tion (SHE) [10] as our primitive cryptosystem. Based on the
characteristics of SHE, we propose several secure and efficient
protocols to attain necessary operations in the dynamic sky-
line query. First, we design two atomic protocols to securely
execute basic operations: 1) comparison and 2) equality test,
respectively. Then, we devise two secure protocols to accom-
plish more complex operations, i.e., finding minimum value
among n data records and determining dynamic dominance
relation of two data records. All of these protocols are achieved
in a two-server model and are carefully designed to be as effi-
cient as possible without compromising security. Nevertheless,
we also note that since SHE is a leveled fully homomorphic
encryption, i.e., it supports limited homomorphic multiplica-
tion operations, it has to use a bootstrapping protocol [10] to
refresh ciphertexts such that more homomorphic multiplication
operations can be executed. Unfortunately, the bootstrapping
protocol inevitably increases computational and communica-
tion costs. Accordingly, we would like to enable our scheme
to not use bootstrapping. However, since the complex scheme
usually requires a deep homomorphic multiplication chain, it
is challenging to devise SHE-based complex schemes without
bootstrapping. To tackle it, we elaborately design our scheme
so that it uses as little multiplication as possible. Specifically,
the main contributions of this article are threefold as follows.

1) We propose an efficient and privacy-preserving dynamic
skyline query scheme that can be used to achieve a
secure online medical diagnosis system. On the one
hand, from the perspective of security, our proposed
scheme can guarantee the privacy of outsourced data,
query data, query results, and access patterns. On the
other hand, from the perspective of performance, we
ensure the number of homomorphic multiplication oper-
ations in our scheme without increasing with the scheme
execution, making it possible for the maximum multi-
plication depth of SHE to cover the number of homo-
morphic multiplication operations. Thus, our proposed
scheme can avoid using bootstrapping for the static data
set.

2) We carefully devise a set of secure protocols based on
SHE to serve as building blocks, which enriches the
secure computing protocols under a two-server model.
In particular, we first design two secure atomic proto-
cols by using a flip-coin mechanism, which prevents any
protocols’ inputs and outputs related information from
leaking. Then, based on these secure atomic protocols,
we present an efficient and secure dynamic dominance
(SDD) protocol to determine the dynamic dominance
relations. In addition, we devise a secure minimum of

Fig. 1. System model under consideration.

n data records (SMINn) protocol, in which a privacy-
preserving XNOR gate and a private minimum tree
(PM-tree) are proposed to ensure both security and
efficiency.

3) Finally, we analyze the security of our proposed scheme
and conduct extensive experiments to evaluate its
performance. The results show that our proposed scheme
is much more efficient than the alternative scheme that
has the same security level as ours. Specifically, com-
pared with the alternative scheme, our proposed scheme
is two orders of magnitude better in the computation
cost and also at least 8.1× better in the communication
cost.

The remainder of this article is organized as follows. In
Section II, we introduce our system model, security model, and
design goal. Then, we review our preliminaries in Section III.
After that, we present our proposed scheme in Section IV,
followed by security analysis and performance evaluation in
Sections V and VI, respectively. Finally, we discuss some
related works in Section VII and draw our conclusion in
Section VIII.

II. MODELS AND DESIGN GOAL

In this section, we formalize our system model, security
model, and identify our design goal.

A. System Model

In our system model, we consider a typical cloud-
based online medical diagnosis system with dynamic skyline
queries, which mainly consists of five types of entities:
1) a service provider SP; 2) a set of data owners (hos-
pitals) O = {o1, o2, . . .}; 3) a cloud C with two servers
{CS1, CS2}; 4) multiple query users (doctors) U={u1, u2, . . .};
and 5) patients P={p1, p2, . . .}. Our system model is shown
in Fig. 1.

Service Provider SP: In our system model, SP is the
service organizer and provider, e.g., a health center, who is
responsible for initializing the entire system. SP invites data
owners O = {o1, o2, . . .} to share their medical data and pro-
vides dynamic skyline query services to query users. However,
since SP may not be powerful in storage and computing,
he/she tends to outsource the shared medical data and dynamic
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skyline query services to a cloud. Meanwhile, to ensure pri-
vacy, SP provides registration servers to other entities and
authorizes proper keys to different entities.

Data Owners O: We consider hospitals as data owners, who
hold medical data sets but may not have sufficient data to
perform data mining, which drives them to merge their data
together. Generally, a medical data record here includes two
parts: 1) the physiological data collected from patients and
2) the dignosis results from doctors. For ease of description,
in this article, we only show patients’ physiological data and
ignore the diagnostic results. We represent each data record
in the medical data set as a d-dimensional vector, i.e., X =
{xi = (x1

i ,x
2
i , . . . ,x

d
i ) | 1 ≤ i ≤ n}, where n is the number of

data records in the data set, and assume that all dimensions
are integers [16]. Since SP would outsource the medical data
to a cloud, it is equivalent to the data owners uploading their
data to the cloud, as shown in Fig. 1.

Cloud C: The cloud contains two servers {CS1, CS2}, which
are considered as powerful in both storage and computing. CS1
receives the outsourced data from data owners O, while CS2 is
authorized with the private key. They will cooperatively offer
reliable dynamic skyline query services to query users.

Query Users U = {u1, u2, . . .}: In the system, the query
users are doctors. First, query users obtain the physiological
data sensed from patients, which actually is the query request
and is denoted as q = (q1,q2, . . . ,qd). Then, they launch
the dynamic skyline query with q and obtain all similar data
records in X without assigning weights for each attribute.
After that, query users can have a comprehensive medical
analysis based on the retrieved data records and return the
final diagnosis results to patients. Before participating in online
medical diagnosis, the query users must be authorized by SP
with the authorized keys. That is, only the authorized query
users can obtain the sensed data from patients and receive
query responses from the cloud C.

Patients P = {p1, p2, . . .}: In our system, patients can enjoy
the online medical diagnosis services by transferring their
physiological data q to the designated doctors. Each patient
is equipped with specific medical sensors (IoT devices) for
collecting physiological data. Before enjoying such online
medical services, patients are required to register to SP .

B. Security Model

In our security model, since the service provider SP ini-
tializes the whole system, and the registered data owners
O hold the medical data of patients, they are considered to
be fully trusted. For patients and query users (doctors), we
consider the authorized ones to be honest. The patients P
will honestly send their sensed physiological data to doctors.
Meanwhile, the query users will sincerely follow the proto-
col to issue the dynamic skyline queries and return diagnosis
results to patients. However, the cloud servers {CS1, CS2} are
considered to be honest-but-curious. That is, they will hon-
estly follow the underlying scheme but may be curious to
learn some private information. To ensure privacy, the data
owners will encrypt their medical data sets before outsourc-
ing them to the cloud C. Therefore, in our model, the cloud

stores the encrypted data sets and provides the dynamic sky-
line query services over these encrypted data. Since the cloud
servers are not fully trusted, they may attempt to obtain pri-
vate information, including the plaintexts of the encrypted data
sets, query requests, and query results, based on the stored data
sets and the process of dynamic skyline queries. We assume
that there is no collusion between CS1 and CS2, as well as
no collusion between the cloud and other entities. It is rea-
sonable since the different cloud servers may have conflicts
of interest, and they wish to maintain their reputations. Note
that there may be other active attacks, e.g., Denial-of-Service
(DoS) attacks, to the system. Since we focus on privacy preser-
vation, those attacks are beyond the scope of this article, and
will be discussed in our future work.

C. Design Goal

In this article, we aim to design a privacy-preserving and
efficient dynamic skyline query scheme under our system
model and security model. In particular, the following objec-
tives should be attained.

1) Privacy Preservation: The basic requirement of our
proposed scheme is privacy preservation. First, the out-
sourced data sets should be kept secret from the cloud
servers. Second, the query requests and query results
should be kept secret from the cloud servers. Besides,
our scheme should hide access patterns.

2) Efficiency: In order to preserve privacy, it is unavoidable
to incur additional costs. As a result, we also aim to
minimize the computational and communication costs
of querying dynamic skyline over encrypted data.

III. PRELIMINARIES

In this section, we first define the problem of the dynamic
skyline query. Then, we introduce the symmetric homomor-
phic encryption (SHE), which will be used as the crypto-
graphic primitive in our proposed scheme. After that, we
introduce two SHE-based atomic protocols that serve as the
building blocks of our proposed scheme.

A. Dynamic Skyline Query

The dynamic skyline query was first introduced in [5] and
is used to find the skyline points with regard to a query point.
Here, we formally define the dynamic skyline query as follows.

Definition 1 (Dynamic Dominance): Given two
d-dimensional points p,r ∈ X and a query point q in
the workplace, p is said to be dynamically dominating r,
denoted as p ≺ r, if ∃j ∈ [1, d] such that |pj−qj| < |rj−qj|
and ∀i ∈ [1, d], i �= j that |pi − qi| ≤ |ri − qi|.

Definition 2 (Dynamic Skyline Query): Given a data set X
and a query point q in the workplace, the dynamic skyline
query returns a data set SK ⊆ X , in which the points are
not dynamically dominated by any other point. That is, SK =
{xi ∈ X | � ∃r ∈ X such that r ≺ xi}.

The dynamic skyline query is suitable to find the points
that are Pareto-similar to the user-interested point. To illus-
trate the dynamic skyline query, we take a 2-D data set as an
example, which contains the common physiological attributes:
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Fig. 2. Example of the dynamic skyline query.

blood pressure (trestbps) and body temperature (celsius), as
shown in Fig. 2. There are five data records in the exam-
ple: X = {x1,x2, . . . ,x5}. If the sensed physiological data
are q = (120, 37.0), the dynamic skyline query will return
SK = {x4,x5}. We can see that finding dynamic skyline points
is equivalent to compute the traditional skyline that mapped
all points in a new data space where point q is the origin,
and the absolute distances to q are used as new values. For
example, x4 = (130, 36.8) is mapped into (130, 37.2), and
(10, 0.2) will be used to compute skyline points. Note that
in our proposed scheme, the body temperature values will be
scaled into integers before outsourcing.

B. Symmetric Homomorphic Encryption

SHE is an efficient homomorphic encryption that uses the
same key in both encryption and decryption. It was first
proposed in [17] and proved to be CPA secure in [10].
Typically, SHE includes three algorithms, namely: 1) key gen-
eration KeyGen(); 2) encryption Enc(); and 3) decryption
Dec(), as follows.

1) KeyGen(k0, k1, k2): On input security parameters
{k0, k1, k2} satisfying k1 
 k2 < k0, the key genera-
tion algorithm first chooses two large prime numbers
p and q with |p| = |q| = k0 and generates the secret
key sk = (p,L), where L is a random number with
|L| = k2. Then, the algorithm computes N = pq and
sets the public parameter pp = (k0, k1, k2,N ). Finally,
the basic message space M is set [−2k1−1, 2k1−1).

2) Enc(sk, m): Taking a secret key sk and a message
m ∈M as inputs, the encryption algorithm outputs the
ciphertext E(m) = (rL + m)(1 + r′p) mod N , where
r ∈ {0, 1}k2 and r′ ∈ {0, 1}k0 are random numbers.

3) Dec(sk, E(m)): On input a secret key sk and a ciphertext
E(m), the decryption algorithm recovers a message m′ =
(E(m) mod p) mod L = (m + rL) mod L. If m′ <

(L/2), it indicates m ≥ 0 and m = m′. Otherwise, m < 0
and m = m′ − L.

SHE enjoys the following homomorphic properties.
1) Homomorphic Addition-I: E(m1) + E(m2) mod N →

E(m1 + m2).
2) Homomorphic Multiplication-I: E(m1) · E(m2)

mod N → E(m1 · m2).
3) Homomorphic Addition-II: E(m1) + m2 mod N →

E(m1 + m2).
4) Homomorphic Multiplication-II: E(m1) ·m2 mod N →

E(m1 · m2) when m2 > 0.

Although SHE can support almost an unlimited
number of homomorphic operations of Homomorphic
addition-I, Homomorphic addition-II, and Homomorphic
multiplication-II, it has the limited number of operation of
Homomorphic multiplication-I. Therefore, SHE is also a
leveled fully homomorphic encryption.

Maximum Multiplicative Depth: After conducting one
Homomorphic multiplication-I operation, the newly generated
ciphertext has the largest noise term r1r2L2. To ensure the
decryption correctness, we should guarantee that r1r2L2 < p.
Recalling the KeyGen() and Enc() algorithms, we have
|p| = k0, |L| = k2, and |r1| = |r2| = k2. Therefore,
if we set the maximum multiplicative depth as σ , we have
2(σ + 1)k2 < k0, i.e., σ = �(k0/2k2)− 1�.

To make SHE support an infinite number of homomorphic
multiplication-I, Zheng et al. [10] proposed a bootstrapping
protocol to remove the largest noise term r1r2L2. However,
this protocol incurs additional computational and communi-
cation costs. To avoid using the bootstrapping protocol, we
carefully devise our proposed scheme and limit the number of
the homomorphic multiplication-I operation to be less than σ .

Encryption With Public Key: SHE can encrypt messages
with {E(0)1, E(0)2} by using the homomorphic properties,
where E(0)1 and E(0)2 denote the ciphertext of 0 with dif-
ferent random numbers. If we treat these ciphertexts as a
public key pk, we have the other encryption algorithm of SHE
Encpk(pk, m), which can output ciphertext E(m) as follows:

E(m) = m+ r1 · E(0)1 + r2 · E(0)2 mod N (1)

where r1 and r2 ∈ {0, 1}k2 are two random numbers. In
some scenarios, one entity may only need to encrypt mes-
sages. If we authorize sk to the entity, it may lower the
security of the whole system. In such a case, we can trans-
fer pk = {E(0)1, E(0)2}, instead of sk, to the entity who can
encrypt messages with (1). Note that this approach has been
proven to be IND-CPA secure in [18].

C. SHE-Based Atomic Protocols

Based on the nice homomorphic properties of SHE, we
design two secure atomic protocols: 1) secure less than
(SLESS) and 2) secure equal (SEQ) protocols to determine
less than and equality over encrypted data, respectively. We
achieve these protocols in a two-server model, where CS1 has
{E(m1), E(m2), pk}, and CS2 holds the secret key sk.

Secure Less Than Protocol: The goal of the protocol is to
determine whether m1 < m2 without leaking any m1 and m2
related information to CS1 or CS2. If m1 < m2, the protocol
outputs E(1), otherwise, E(0).

Step 1: CS1 flips a coin s ∈ {−1, 1} and chooses
two random numbers r1, r2 ∈ {0, 1}k1 satisfying
r1 > r2 > 0. Then, CS1 computes

E(α) = E(s · r1) · (E(m1)+ E(m2) · E(−1))+ E(s · r2)

= E(s · r1 · (m1 − m2)+ s · r2).

Afterward, CS1 sends E(α) to CS2.
Step 2: On receiving E(α), CS2 first uses sk to recover α.

Then, CS2 checks whether α < 0. If yes, CS2
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makes θ = 1 and encrypts it into E(θ). Otherwise,
CS2 generates E(θ) = E(0). Next, CS2 returns
E(θ) to CS1.

Step 3: If s = 1, CS1 lets E(δ) = E(θ). If s = −1, CS1
computes E(δ) = E(1)+E(θ) ·E(−1) = E(1− θ).
Finally, E(δ) is the output of our SLESS protocol.

Correctness: When s = 1, we have E(α) = E(r1 · (m1 −
m2) + r2). If m1 < m2, α < 0. As a result, E(δ) = E(θ) =
E(1). If m1 ≥ m2, α > 0. In this case, E(δ) = E(θ) = E(0).
Therefore, when s = 1, iff m1 < m2, the output of SLESS
protocol is E(δ) = E(1). When s = −1, we have E(α) =
E(r1 · (m2 − m1) − r2). If m1 < m2, α > 0. As a result,
E(δ) = E(1 − θ) = E(1 − 0) = E(1). If m1 ≥ m2, α < 0.
In this case, E(δ) = E(1− θ) = E(1− 1) = E(0). Therefore,
when s = −1, iff m1 < m2, the output of SLESS protocol is
E(δ) = E(1). Thus, our SLESS protocol is correct.

Secure Equal Protocol: This protocol is used to determine

whether m1
?= m2 without leaking any m1 and m2 related

information to CS1 or CS2. If m1 = m2, the protocol outputs
E(1), otherwise, E(0).

Step 1: CS1 flips a coin s ∈ {−1, 1} and chooses two ran-
dom numbers r1, r2 ∈ {0, 1}k1 satisfying r1 > r2 >

0. Then, CS1 computes E(α) = E(s · r1 · (m1 −
m2)

2 − s · r2). Afterward, CS1 sends E(α) to CS2.
Step 2: On receiving E(α), CS2 first uses sk to recover

α. Then, CS2 checks whether α < 0. If yes, CS2
makes θ = 1 and encrypts it into E(θ). Otherwise,
CS2 generates E(θ) = E(0). Next, CS2 returns
E(θ) to CS1.

Step 3: If s = 1, CS1 lets E(δ) = E(θ). If s = −1, CS1
computes E(δ) = E(1)+E(θ) ·E(−1) = E(1− θ).
Finally, E(δ) is the output of our SEQ protocol.

Correctness: Similar to the correctness proof of the SLESS
protocol, we can easily obtain that our SEQ protocol is correct.

IV. OUR PROPOSED SCHEME

In this section, we first present two novel secure protocols,
which will be employed in our proposed scheme. Then, we
propose our privacy-preserving dynamic skyline query scheme
and online medical diagnosis scheme.

A. Secure Protocols

The main idea of our privacy-preserving dynamic skyline
query scheme is to find the data record that has the minimum
sum value of all dimensions. This data record must be a skyline
point. Then, after removing the data records that are dominated
by the skyline point, a new round can be launched to find the
next skyline point that has the minimum sum value among the
remaining data records. When all data records are removed,
it indicates that all skyline points are found. Obviously, there
are two important operations in the above idea: 1) finding
the data record has the minimum sum value and 2) deter-
mining dominance relation of two data records. Although it
is easy to execute these two operations over plaintexts, it is
challenging to perform them over encrypted data while ensur-
ing both security and efficiency. In this article, we design two
secure protocols: 1) secure minimum of n messages (SMINn)

(a) (b)

Fig. 3. XNOR gate symbol and truth table. (a) XNOR gate: out = a � b.
(b) Truth table.

protocol and 2) secure dynamic dominance (SDD) protocol,
to securely and efficiently achieve the above two operations,
respectively.

1) SMINn: Before delving into the details of the SMINn
protocol, we first introduce a digital logic gate XNOR that
takes a logical complement of the exclusive OR (XOR) gate.
Typically, XNOR gate has two inputs {a, b} and one output
(out), and the algebraic notation is out = a� b, as shown in
Fig. 3(a). We present the truth table of XNOR in Fig. 3(b) and
observe the following facts: 1) if a = 0, out = 1− b and 2) if
a = 1, out = b. In this article, one of the inputs of XNOR
is in plaintext, while the other is in ciphertext. Thus, we have
the privacy-preserving version of XNOR as follows:

E(out) = a� E(b) =
{

E(1− b), if a = 0
E(b), if a = 1

(2)

where E(1 − b) = E(1) + E(−1) · E(b). From (2), we can
see that the privacy-preserving XNOR gate guarantees both
security and efficiency. First, if the input E(b) is secret, the
output E(out) would also be secret. Second, it is efficient to
compute E(out) if the operator knows the input a.

Assume CS1 has a set of encrypted messages {E(mi) | i ∈
[1, n], mi ∈ M}, and CS2 holds sk. The goal of the SMINn
protocol is to find the minimum value E(mmin) among n
encrypted values {E(mi) | i ∈ [1, n]} without leaking under-
lying plaintexts and access patterns. That is, neither CS1 nor
CS2 knows the plaintexts of {E(mmin), E(mi) | i ∈ [1, n]} or
the information about which item in {E(mi) | i ∈ [1, n]} has the
minimum plaintext. Besides, this protocol needs to minimize
performance costs.

To achieve the above goals, we propose a private minimum
tree, denoted as PM-tree, to find E(mmin) while ensuring both
privacy and performance. We depict the process of the tree
building as follows.

Step 1: CS1 first permutes these encrypted values:
π({E(mi) | i ∈ [1, n]}), then every 2k (k ≥
2 and 2k 
 n) encrypted values are divided into
a group, denoted as {E(m′j) | j ∈ [0, 2k − 1]}. For
each group, CS1 chooses 2k + 1 random numbers
{rj | j ∈ [0, 2k]} satisfying r2k > r0, r1, . . . , r2k−1
and calculates E(m̃j) = E(r2k · m′j + rj), where
j ∈ [0, 2k − 1]. Afterward, CS1 sends {E(m̃j) | j ∈
[0, 2k − 1]} to CS2.

Step 2: On receiving {E(m̃j) | j ∈ [0, 2k − 1]}, CS2 first
uses sk to recover m̃j. Then, CS2 compares these
plaintexts {m̃j | j ∈ [0, 2k−1]} and obtains the index
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Fig. 4. Example of PM-tree.

TABLE I
FIELDS OF LEAF AND NONLEAF NODES

φ of the minimum one. After that, CS2 converts
φ to a bit sequence bφ ∈ {0, 1}k and generates
{E(bφ[i]) | i ∈ [0, k − 1]} by encrypting each bit
of bφ . Next, CS2 sends {E(bφ[i]) | i ∈ [0, k − 1]}
to CS1.

Step 3: According to the order of the members in group
{E(m̃j) | j ∈ [0, 2k − 1]}, CS1 encodes the index j
of each member into a bit sequence, denoted as
{aj[i] | i ∈ [0, k − 1]}. Then, with {E(bφ[i]) | i ∈
[0, k−1]}, CS1 runs the privacy-preserving XNOR
gate to compute flags {E(δj) | j ∈ [0, 2k − 1]}
for each member in the group, i.e., E(δj) =∏k−1

i=0 (aj[i]�E(bφ[i])). Finally, CS1 computes the
encrypted minimum value of the group: E(ms) =∑2k−1

j=0 (E(δj) · E(m′j)).
After obtaining the encrypted minimum values for each

group, CS1 collects all of them and repeatably performs steps
1–3 until there is only one encrypted minimum value. This
encrypted value would contain the minimum value among n
encrypted values. When PM-tree is built, the root node is the
output of the SMINn protocol.

Correctness: For one group, only if φ = j, the corresponding
member E(m′j) is selected as the minimum value. CS1 encodes
j into a bit sequence {aj[i]}, while CS2 returns an encrypted
bit sequence {E(bφ[i])}. From our privacy-preserving XNOR
operation, we know that E(δj) = E(1) iff φ = j, otherwise,
E(δj) = E(0). Therefore, E(ms) = E(1) · E(m′φ) = E(m′φ) is
the encrypted minimum value of the group. Since the mini-
mum value is further selected from groups’ minimum values,
the last group’s minimum value is E(mmin).

As shown in Fig. 4, we take an example of PM-tree, in
which we assume n = 15, k = 2, and mmin = m7. In PM-
tree, the leaf node has three fields: (id, value, and gIndex),
while the nonleaf node has five fields: (id, value, gIndex,
mIndex, and pointers). We list the detailed description of

these fields in Table I. Note that the gIndex of root node
is empty, denoted as ⊥. Taking computing E(ms2) as an
example, CS2 can obtain the index φ = 2 after receiv-
ing {E(m4), E(m14), E(m7), E(m13)}. Then, CS2 generates
{E(bφ[0]) = E(1), E(bφ[1]) = E(0)} and returns them to CS1.
Since the index of {E(m4), E(m14), E(m7), E(m13)} is encoded
as {00, 01, 10, 11}, i.e., {a0[i], a1[i], a2[i], a3[i] | i ∈ [0, 1]}. By
using our privacy-preserving XNOR gate, only E(δ2) = E(1),
while E(δ0), E(δ1), and E(δ3) are E(0). Thus, E(ms2) = E(δ0)·
E(m4)+E(δ1)·E(m14)+E(δ2)·E(m7)+E(δ3)·E(m13) = E(m7).

Remark: To obtain minimum value E(mmin) among n
encrypted values, an intuitive approach [4] is to compute a
minimum value of two encrypted values and then use it and the
third encrypted value to compute the minimum value among
these three encrypted values. Repeating n − 1, E(mmin) can
be computed. However, this approach needs n − 1 rounds
and 2 · (n − 1) ciphertexts in terms of communication costs.
In our PM-tree, it requires �([n− 1]/[2k − 1])� rounds and
�([n− 1]/[2k − 1])� · (2k + k) ciphertexts communication to
complete our SMINn protocol. It is definite that our PM-tree
has less communication rounds in all cases. For the number
of ciphertexts, when k = 2, it is approximate. When k > 3,
PM-tree transfers less ciphertexts.

2) SDD: Assume CS1 has two encrypted d-dimensional
data records E(x1), E(x2), an encrypted query point E(q)

and pk, where E(xi) = (E(x1
i ), E(x2

i ), . . . , E(xd
i )) for i =

1, 2, and E(q) = (E(q1), E(q2), . . . , E(qd)), while CS2
holds sk. The goal of the SDD protocol is to determine
whether x1 dynamically dominates x2 with regard to q (see
Definition 1) over encrypted data. If yes, the SDD protocol
outputs E(1), otherwise, E(0). Before introducing the proto-
col, we assume CS1 has obtained E(ti

1) = E((xi
1− qi)2) and

E(ti
2) = E((xi

2 − qi)2) for i ∈ [1, d] by using homomorphic
properties.

Following Definition 1, a solution [4] is to check whether
ti

1 ≤ ti
2 for each dimension. After obtaining d out-

puts, denoted as {E(δi) | i ∈ [1, d]}, CS1 can perform the
homomorphic multiplication-I operation to obtain E(δ) =∏d

i=1 E(δi). After that, CS1 can have the encrypted dynamic
dominance relation by determining whether ∃i such that
ti

1 < ti
2 with the SLESS protocol. However, this approach

is inefficient in the communication cost and needs too
many homomorphic multiplication-I operations. To improve
the efficiency and lower the number of the homomorphic
multiplication-I operation, we present our SDD protocol as
follows.

Step 1: For the ith-dimension, CS1 flips a coin si ∈ {−1, 1}
and chooses two random numbers ri

1, ri
2 ∈ {0, 1}k1

satisfying ri
1 > ri

2 > 0. Afterward, CS1 computes
E(αi) = E(si · ri

1 · (ti
1 − ti

2) − si · ri
2). If si = 1,

θ i
1 = 2i, otherwise, θ i

1 = 0. Next, CS1 computes
θ1 =∑d

i=1 θ i
1, generates E(θ1) using (1), and sends

{E(αi) | i ∈ [1, d]} to CS2.
Step 2: On receiving {E(αi) | i ∈ [1, d]}, CS2 first uses sk

to recover αi. If αi < 0, CS2 computes θ i
2 = 2i.

Otherwise, θ i
2 = 0. Then, CS2 computes θ2 =∑d

i=1 θ i
2 and encrypts it into E(θ2). Next, CS2

sends E(θ2) to CS1.
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Step 3: With E(θ1) (calculated in step 1) and E(θ2), CS1

runs the SEQ protocol to test whether θ1
?= θ2. If

θ1 = θ2, the SEQ protocol returns E(δ1) = E(1),
otherwise, E(δ1) = E(0).

Step 4: CS2 adds up the values of all dimensions of E(ti
1)

and E(ti
2) (i ∈ [1, d]), i.e., E(st1) = E(

∑d
i=1 t

i
1)

and E(st2) = E(
∑d

i=1 t
i
2). Next, CS1 runs the

SLESS protocol to determine whether st1 < st2 .
If yes, the SLESS protocol returns E(δ2) = E(1),
otherwise, E(δ2) = E(0).

Step 5: With E(δ1) and E(δ2), CS1 computes E(δ) =
E(δ1) ·E(δ2) = E(δ1 · δ2) as the output of our SDD
protocol.

Correctness: Since checking dynamic dominance relations
only needs to compare the absolute values, it is equivalent to
comparing the square of the differences. When si = 1, we have
θ i

1 = 2i. If ti
1−ti

2 ≤ 0, αi = (ri
1 · (ti

1−ti
2)− ri

2) < 0, leading
to θ i

2 = 2i. As a result, θ i
1 = θ i

2. If ti
1 − ti

2 > 0, it means
αi > 0, leading to θ i

2 = 0. As a result, θ i
1 = 2i �= θ i

2 = 0. Thus,
when si = 1, iff ∀i ∈ [1, d]: ti

1−ti
2 ≤ 0, we have θ1 = θ2 and

E(δ1) = E(1). Similarly, we can prove that when si = −1, iff
∀i ∈ [1, d]: ti

1−ti
2 ≤ 0, we have E(δ1) = E(1). Furthermore,

∃i,ti
1 < ti

2 (under the condition of ∀i,ti
1 ≤ ti

2) indicates
that st1 < st2 . In this case, SLESS returns E(δ2) = E(1).
Otherwise, E(δ2) = E(0). Thus, E(δ) = E(δ1 · δ2) = E(1), iff
E(x1) dynamically dominates E(x2).

Remark: We can see that our proposed SDD protocol only
needs two rounds of communication to determine whether
∀i, ti

1 ≤ ti
2, while there are d rounds for the solution

in [4]. Besides, the maximum multiplicative depth of our SDD
protocol is one, while it is also d for the protocol in [4].

B. Privacy-Preserving Dynamic Skyline Query

Given an encrypted data set {E(xi) = (E(x1
i ), E(x2

i ), . . . ,

E(xd
i )) | i ∈ [1, n]} and an encrypted query point E(q) =

(E(q1), E(q2), . . . , E(qd)), our privacy-preserving dynamic
skyline query scheme can efficiently find dynamic sky-
line without leaking underlying plaintexts (including data
set, query point, and query results), single-dimensional pri-
vacy, and access patterns to CS1 or CS2. Here, the single-
dimensional privacy indicates the order or equality relation of
values in each dimension, while the access patterns mean the
information about which data records are selected as the final
skyline. From the main idea discussed in Section IV-A, there
are three phases to securely compute dynamic skyline: 1) pre-
processing; 2) finding one skyline point; and 3) updating sum
values, which is formally depicted in Algorithm 1.

1) Preprocessing: In the preprocessing phase, CS1 gener-
ates two encrypted sets by using the homomorphic properties

T =
{
E(ti) =

(
E

(
t1

i

)
, E

(
t2

i

)
, . . . , E

(
td

i

))
| 1 ≤ i ≤ n

}

S =
⎧⎨
⎩E(si) = E

⎛
⎝(n+ 1) ·

d∑
j=1

tj
i + i

⎞
⎠ | 1 ≤ i ≤ n

⎫⎬
⎭ (3)

where E(tj
i) = E((xj

i − qj)2), and the items in S set are the
sum of all dimensions of the corresponding items in T set. To

Algorithm 1 Retrieve Dynamic Skyline
Input: An encrypted dataset E(X ) with n records. A query point E(q). An

encrypted maximum value E(MAX).
Output: A set containing encrypted dynamic skyline points, Ssky.
1: Ssky ← ∅; T ← ∅; S ← ∅;
2: Sd ← {E(ρi) = E(0)|i ∈ [1, n]}
3: for i = 1 to n do
4: E(t

j
i)=E((x

j
i − qj)2), j ∈ [1, d], and adds it into set T .

5: E(si)= E((n+ 1) ·∑d
j=1 t

j
i + i), and adds it into set S.

6: E(smin), PM-tree ← SMINn({E(si)|i ∈ [1, n]}).
7: if LESS(E(smin), E(MAX))==0 then
8: break
9: root ← PM-tree.root; eflags ← ∅

10: mIndexList.addAll(root.mIndex)
11: RecursiveSearch(root, mIndexList, eflags)
12: for j = 1 to d do
13: E(x

j
sky)←∑n

i=1(E(x
j
i) · eflags[i− 1])

14: E(t
j
sky)←∑n

i=1(E(t
j
i) · eflags[i− 1])

15: E(xsky) = (E(x1
sky), E(x2

sky), · · · , E(xd
sky))

16: E(tsky) = (E(t1
sky), E(t2

sky), · · · , E(td
sky))

17: Ssky.add(E(xsky))
18: for i = 1 to n do
19: E(δi)← Modified SDD(E(tsky), E(ti), eflags[i− 1])
20: E(ρi)← E(ρi)+ E(δi)
21: E(s̃i)← E(ρi) · (E(MAX)− E(si))+ E(si)

22: E(smin), PM-tree ← SMINn({E(s̃i)|i ∈ [1, n]}).
23: GOTO line 7
24:
25: function RecursiveSearch(node, mIndexList, eflags)
26: for each childNode of node do
27: gIndexList.addAll(childNode.gIndex)
28: if childNode is leaf then
29: l ← gIndexList.len()
30: E(δ) ← ∏l−1

i=0 gIndexList[i] � mIndexList[i]
31: eflags.add(E(δ))
32: else
33: mIndexList.addAll(childNode.mIndex)
34: RecursiveSearch(childNode, mIndexList, eflags)

avoid the equal summed values in S set, we first scale the sum
value by multiplying n + 1 and then add the corresponding
index value into the scaled value. This approach makes the
sum values different without changing their order relations.
Besides, we initialize a dominance flag set Sd with n encrypted
0, i.e., E(0), which will be used in the updating sum values
phase. See lines 1–5 for the preprocessing phase.

2) Finding One Skyline Point: In our scheme, the key idea
of finding a skyline point is to search the data record that
has the minimum sum value. As a result, we can obtain an
encrypted skyline point by finding the minimum value E(smin)

in S set with our SMINn protocol. However, since we hide
access patterns in our SMINn protocol, i.e., the cloud does
not know which item in S has the minimum value, CS1 can-
not directly obtain the skyline point according to E(smin).
To tackle this issue, we propose a novel approach by using
our privacy-preserving XNOR gate and PM-tree. Specifically,
CS1 traverses the PM-tree and collects both the gIndex and
mIndex on the path. When reaching a leaf node, CS1 uses the
privacy-preserving XNOR gate (see details in Section IV-A1)
to determine whether the gIndex bit sequence and mIndex bit
sequence (ciphertexts) are the same. If yes, the corresponding
leaf node E(xi) has an encrypted flag E(fi) = E(1). Otherwise,
E(fi) = E(0). Since only the minimum value in S has a flag
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E(fi) = E(1), CS1 can compute the skyline point by multiply-
ing the leaf node’s value and the corresponding flag and then
adding up all the results

E
(
xj

sky

)
=

n∑
i=1

(
E

(
xj

i

)
· E(fi)

)

E
(
tj

sky

)
=

n∑
i=1

(
E

(
tj

i

)
· E(fi)

)
(4)

where j ∈ [1, d]. Finally, the skyline point is: E(xsky) =
(E(x1

sky), E(x2
sky), . . . , E(xd

sky)). This phase is shown from

lines 9 to 17. Note that E(tj
sky) will be used in the next phase.

3) Updating Sum Values: Before finding the next skyline
point by the above approach, we need to “remove” the skyline
point found in the second phase and the data records that
are dominated by this skyline point from the original data set
{E(xi) | i ∈ [1, n]}. Our approach is to update the sum values
of the data records that need to be removed and thus, make
them impossible to become the new skyline point.

Updating Sum Values of Dominated Data Records: With
E(tsky) = (E(t1

sky), E(t2
sky), . . . , E(td

sky)) and the T set, CS1
can adopt the SDD protocol to check whether E(xsky) dynam-
ically dominates the points in {E(xi) | i ∈ [1, n]}. If yes, the
SDD protocol outputs E(δi) = E(1) for the corresponding data
record E(xi). Otherwise, E(δi) = E(0). Consequently, the sum
value of each data record can be updated by

E(si) = E(δi) · (E(MAX)− E(si))+ E(si) (5)

where MAX > max(si) is a preset value. When E(δi) = E(0),
the equation will keep the original sum value. When E(δi) =
E(1), the sum value will be update as MAX. Since MAX >

max(si), the dominated data points will be impossible to be a
skyline point in the next round, which is equivalent to removing
them from the original data set. However, since the updated sum
values will be used as inputs for the SMINn protocol to find a
new skyline point in the next round, the number of homomorphic
multiplication-I operation may increase with the number of
skyline search rounds. To achieve a fixed multiplicative depth,
we still use the idea of (5) to update sum values but with a
different approach. First, we initialize a dominance flag set
Sd = {E(ρi) = E(0) | i ∈ [1, n]} in the first phase and update
E(ρi) using the homomorphic addition-I operation

E(ρi) = E(ρi)+ E(δi) = E(ρi + δi).

Then, the sum value can be updated as the following equation:

E(s̃i) = E(ρi) · (E(MAX)− E(si))+ E(si) (6)

in which E(s̃i) is the updated sum value, and E(si) is the
original sum value of E(xi). If E(xi) is not dominated by
other skyline points, E(ρi) = E(0) and the original sum value
will be kept. Otherwise, E(ρi) ≥ E(1), the updated sum value
will be no less than MAX. This approach only involves three
homomorphic multiplication-I operations no matter how many
rounds. One is from step 5 in the SDD protocol, and the others
are from (6). See lines 2 and 18–21 for details.

Updating Sum Value of the Skyline Point: However, there
is still a problem, i.e., {E(xi) | i ∈ [1, n]} exists a data record

that is the same as E(xsky). We denote the data point as E(xs)

and the corresponding difference square as E(ts). The SDD
protocol will output E(0) for E(xs) when checking the dom-
inance relation between E(xsky) and E(xs). It means the sum
value of E(ts) will not be updated. Consequently, E(xs) is not
removed from the original data set. To deal with the problem,
we devise a low-cost approach by modifying the SDD proto-
col without affecting the regular function of the protocol. In
our SDD protocol, the key point to output E(0) for E(xs) is
step 4 (Section IV-A2). That is because xsky and xs are the
same in each dimension, leading to stsky to be equal to sts .
As a result, E(δ2) = E(0) ⇒ E(δ) = E(0) is the output of
our SDD protocol. If we modify E(st2) = E(

∑d
i=1 t

i
2) to

E(st2) = E(
∑d

i=1 t
i
2) + E(f2) in step 4 of Section IV-A2,

where E(f2) is the corresponding minimum flag of x2 (see
the second phase in this section), the modified SDD proto-
col will output E(1) for E(xs), because the minimum flag
of E(xs) is E(1), i.e., E(fs) = E(1), and E(stsky) < E(sts).
Besides, only E(fs) is E(1), and the minimum flags of the other
data records are E(0). Therefore, the modified SDD protocol
does not affect the other data points in checking dominance
relations.

After updating the sum values of dominated data points and
skyline point, CS1 goes back to the second phase to find a new
skyline point. Repeat the second and the third phases until the
minimum sum value smin ≥ MAX, which means all skyline
points have been added into the skyline set Ssky. Here, to
determine whether smin < MAX, we use an LESS protocol by
making CS2 return plaintext θ in the SLESS protocol.

Discussion About Maximum Multiplicative Depth: We
carefully design our scheme to achieve a relatively small
multiplicative depth. In the preprocessing phase, there are
two homomorphic multiplication-I operations, i.e., calculat-
ing E(tj

i). In the second phase, the SMINn protocol will
incur �log n� − 1 homomorphic multiplication-I operations
to compute the corresponding flags. Totally, there will be
�log n�− 1+ 1 = �log n� homomorphic multiplication-I oper-
ations in the phase. As for the third phase, we have known
that there are three homomorphic multiplication-I operations.
Therefore, the maximum multiplicative depth of our scheme
is �log n� + 5.

C. Description of Our Proposed Scheme

In this section, we present our online medical diagnosis
system, which is comprised of four phases: 1) system initial-
ization; 2) data outsourcing; 3) dynamic skyline search; and
4) local diagnosis.

1) System Initialization: The service provider SP is
responsible for initializing the whole system. First, given the
security parameters (k0, k1, k2), SP uses KeyGen(k0, k1, k2)

to generate the secret key sk. Meanwhile, SP generates cipher-
texts {E(0)1, E(0)2, E(−1)}, in which the set {E(0)1, E(0)2}
is the pubic key pk of SHE, and E(−1) is a public parameter.
Then, SP chooses a secure hash function H(), e.g., SHA-256,
and a public-key encryption PKE(), e.g., ElGamal. After that,
SP generates three master keys ko, ku, and kp for data owners,
query users, and patients, respectively.
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1) When a data owner oi with its identity IDoi registers to
the system, SP authorizes koi = H(IDoi, ko) to oi.

2) When a query user (doctor) ui with his/her identity IDui

registers to the system, SP authorizes kui = H(IDui, ku)

and kp to ui. Besides, SP calls the key generation of
PKE() to generate a pair (skui, pkui) for ui and sends
skui to ui.

3) When a patient pi with his/her identity IDpi registers to
the system, SP authorizes kpi = H(IDpi, kp) to pi.

Next, SP publishes {pk, H(), PKE(), E(−1)}, sends {ko, ku}
to CS1, and authorizes sk to CS2.

2) Data Outsourcing: Assume a data owner oi has a med-
ical data set X = {xi | 0 ≤ i ≤ n}, and each data record has
d dimensions. With pk, oi first encrypts these data records
into {E(xi) | i ∈ [1, n]} by using (1). Here, we ignore the
diagnosis results for ease of description, since they are not
involved in the dynamic skyline search. Then, oi chooses the
first encrypted data record E(x1) to compute H(E(x1), koi).
Next, oi transfers {E(xi) | i ∈ [1, n]}||H(E(x1), koi)||IDoi to
CS1. Upon receiving it, CS1 first computes koi = H(IDoi, ko)

with the authorized ko. Then, CS1 extracts E(x1) from
{E(xi) | i ∈ [1, n]} and calculates H(E(x1), koi). If the calcu-
lated H(E(x1), koi) is the same as the received H(E(x1), koi),
CS1 accepts these encrypted data records, otherwise, rejects.

3) Dynamic Skyline Search: When a patient pi would like
to utilize the online medical diagnosis services, he/she would
first choose a doctor (query user) ui and encrypt the sensed
physiological data q = (q1,q2, . . . ,qd) with the doctor’s pub-
lic key pkui, which is denoted as EPKE(q). Then, pi generates
and sends EPKE(q)||H(EPKE(q), kpi)||IDpi to the doctor ui.
After receiving it, ui first computes kpi = H(IDpi, kp) with
kp and checks whether H(EPKE(q), kpi) is correct. If yes, ui

accepts the diagnosis request and recovers the sensed data q
from EPKE(q) with skui, otherwise, rejects.

After that, ui launches a dynamic skyline query to search
the similar data records with regard to q. First, ui encrypts
q into E(q) with the public key pk of SHE. Then, ui gen-
erates and sends E(q)||H(E(q), kui)||IDui to CS1. Using the
similar approach introduced in the data outsourcing phase,
CS1 checks whether H(E(q), kui) is correct. If yes, CS1 per-
forms our privacy-preserving dynamic skyline query scheme
(Section IV-B) to obtain the encrypted dynamic skyline points.
We denote these skyline points as {E(x̃i) | i ∈ [1, w]}, where
w is the number of skyline points.

Next, CS1 generates a random number r and computes {rj
i =

H(r, i||j) | i ∈ [1, w], j ∈ [1, d], rj
i ∈ {0, 1}k1}. Furthermore,

CS1 adds these random numbers (noises) to the corresponding
skyline point, i.e., E(x̃j

i + rj
i). Afterward, CS1 sends {E(x̃j

i +
rj

i)|i ∈ [1, w], j ∈ [1, d]} to CS2 and r to the query user ui.
For CS2, it will recover {x̃j

i+ rj
i|i ∈ [1, w], j ∈ [1, d]} with the

secret key sk of SHE and returns them to ui.
4) Local Diagnosis: After receiving r and {x̃j

i + rj
i|i ∈

[1, w], j ∈ [1, d]}, ui first computes {rj
i = H(r, i||j) | i ∈

[1, w], j ∈ [1, d]}. Then, it is easy for ui to remove the random
noises from {x̃j

i+ rj
i|i ∈ [1, w], j ∈ [1, d]}. Based on the recov-

ered medical data (including diagnostic results), the doctor ui

can have a primary diagnosis for the patient pi.

V. SECURITY ANALYSIS

In this section, we analyze the security of our dynamic
skyline query. Following our design goal, we focus on the pri-
vacy preservation of the proposed scheme. Since our proposed
scheme is based on SMINn and SDD protocols, in which the
SDD protocol adopts our secure atomic protocols as building
blocks, we first analyze the privacy preservation of the atomic
protocols, SMINn, and SDD protocols.

A. Atomic Protocols Are Privacy Preserving

Our designed SHE-based atomic protocols: SLESS and
SEQ, should guarantee that the plaintexts of inputs {m1, m2},
output δ, and the relations of inputs {m1 < m2, m1 = m2} are
kept secret from CS1 and CS2.

For CS1: In these protocols, CS1 holds the inputs and output
that are encrypted by SHE. Since SHE has been proven to be
semantically secure against IND-CPA in [10], CS1 will not
know the plaintexts of inputs and output without the secret
key sk of SHE. In the process of executing these protocols,
CS1 receives E(θ) and obtains the relations of inputs by

E(δ) =
{

E(θ), if s = 1
E(1− θ), if s = −1.

Since CS1 does not have sk, the security of SHE ensures that
CS1 cannot know whether m1 < m2 in SLESS and m1 = m2 in
SEQ. Therefore, the inputs, output, and the relations of inputs
are kept secret from CS1.

For CS2: It can recover α using the authorized sk, i.e.,

α = s · r1 · (m1 − m2)+ s · r2 in SLESS

α = s · r1 · (m1 − m2)
2 − s · r2 in SEQ.

However, the difference between m1 and m2 is protected by
two random numbers r1 and r2. Therefore, CS2 cannot infer
m1 and m2 from α in both protocols. Regarding the relation
of inputs, although CS2 can determine whether α < 0 and let
θ = 1 (otherwise, θ = 0), we employ the flip-coin mechanism
to make CS2 unable to learn whether α < 0 means m1 < m2
(in SLESS) or m1 = m2 (in SEQ). As a result, the inputs,
output, and the relations of inputs are kept secret from CS2.
Besides, there is no collusion between CS1 and CS2. Thus,
our designed SHE-based atomic protocols: SLESS and SEQ,
are privacy preserving.

B. SMINn and SDD Protocols Are Privacy Preserving

As for the SMINn and SDD protocols, CS1 has the SHE
encrypted inputs and outputs, while CS2 holds the secret
key sk. Since CS1 does not have the secret key of SHE, and
there is no collusion between CS1 and CS2, CS1 cannot know
the plaintexts of inputs and outputs from their ciphertexts in
static, which is guaranteed by the security of SHE. Therefore,
in the following parts, we only analyze the privacy preservation
of these protocols when they are running.

1) SMINn Protocol Is Privacy Preserving: Our SMINn pro-
tocol should guarantee that neither CS1 nor CS2 knows the
plaintexts of {E(mmin), E(mi) | i ∈ [1, n]} or the information
about which item in {E(mi) | i ∈ [1, n]} is the minimum one.
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For CS1: It obtains the minimum value E(mmin) by recur-
sively computing E(ms) = ∑2k−1

j=0 (E(δj) · E(m′j)) for each
group, where E(m′j) is generated by dividing {E(mi) | i ∈
[1, n]} into groups, and E(δj) is calculated by the privacy-
preserving XNOR gate. First, since CS1 processes {E(mi) | i ∈
[1, n]} in their ciphertexts, it cannot know m′j and mi without
sk. Second, recalling Section IV-A1, our XNOR gate can guar-
antee the operator (CS1) has no idea on its output E(δj). That is
because the output E(δj) is homomorphically computed from
the encrypted input (see (2)). Consequently, CS1 cannot know
the minimum value ms in a group, and thus, the final mini-
mum value mmin is kept secret from CS1. Hence, the plaintexts
of {E(mmin), E(mi) | i ∈ [1, n]} are kept secret from CS1. In
addition, since CS1 receives the encrypted index bit sequence,
i.e., {E(bφ[i]) | i ∈ [0, k − 1]}, it cannot infer which item is
minimum in the group. Thus, CS1 does not know which item
in {E(mi) | i ∈ [1, n]} is the minimum one.

For CS2: It can recover {m̃j = r2k ·m′j + rj | j ∈ [0, 2k − 1]}
using the authorized sk and construct a system of equations⎧⎪⎪⎨

⎪⎪⎩

m̃0 = r2k · m′0 + r0
m̃1 = r2k · m′1 + r1
· · · · · ·
m̃2k−1 = r2k · m′2k−1

+ r2k−1.

Since the above system has 2k + 1 random numbers, CS2
cannot solve the system to obtain {m′j | j ∈ [0, 2k − 1]}.
Furthermore, in the last group, although CS2 can obtain m̃min,
the actual minimum value is perturbed by r2k and a cor-
responding random number. As a result, the plaintexts of
{E(mmin), E(mi) | i ∈ [1, n]} are kept secret from CS2. Besides,
before sending group’s members to CS2, CS1 adopts the per-
mutation technique to permute them. Therefore, CS2 learns
nothing about which item is selected as the minimum value.
Thus, the SMINn protocol is privacy preserving.

2) SDD Protocol Is Privacy Preserving: Our SDD proto-
col should guarantee that the input plaintexts {ti

1 = (xi
1 −

qi)2,ti
2 = (xi

2−qi)2 | i ∈ [1, d]}, output δ, single-dimensional
privacy, and the dominance relation of inputs are kept secret
from CS1 and CS2. Note that in this article, the single-
dimensional privacy indicates each dimension’s order and
equality relations of two given data records.

For CS1: It always processes inputs over their ciphertexts
and exploits the homomorphic properties of SHE to compute
the final output E(δ). Consequently, CS1 cannot know the
input plaintexts, output plaintext, and the dominance relation.
Since CS1 receives the encrypted E(θ2), and the output of the
SEQ protocol E(δ1) is also encrypted, CS1 neither knows θ2
nor whether θ1 = θ2 (it is guaranteed by the SEQ protocol).
Therefore, CS1 learns nothing about the single-dimensional
privacy of inputs.

For CS2: It can first recover {αi = si · ri
i · (ti

1 − ti
2) − si ·

ri
2 | i ∈ [1, d]}. However, the difference between ti

1 and ti
2

is protected by two random numbers. Therefore, CS2 cannot
infer {ti

1,t
i
2}. Meanwhile, the privacy preservation of SLESS

and SEQ guarantees that CS2 cannot know the actual value of
δ1 and δ2 due to the flip-coin mechanism. As a result, CS2 has
no knowledge about the output plaintext and the dominance
relation. For the single-dimensional privacy, since we integrate

the flip-coin mechanism to compute αi, CS2 learns nothing
about the single-dimensional privacy of inputs. Thus, the SDD
protocol is privacy preserving.

C. Proposed Scheme Is Privacy Preserving

Our proposed scheme should guarantee that the outsourced
data sets, query requests, and query results are kept secret from
CS1 and CS2. Meanwhile, our proposed scheme should hide
access patterns. In our scheme, the outsourced data sets and
query requests are used to retrieve dynamic skyline.

For CS1: From Algorithm 1, we can see that all of the oper-
ations in CS1 are conducted over SHE ciphertexts. Therefore,
CS1 cannot obtain the plaintexts of outsourced data sets, query
requests, and query results without sk. Note that in traversing
PM-tree, the privacy-preserving XNOR gate guarantees the
minimum value flags are kept secret from CS1 as we discussed
in Section V-B. Besides, since the dynamic skyline points are
computed from all encrypted data points {E(xi) | i ∈ [1, n]} by
applying homomorphic properties, CS1 does not know which
items are selected as skyline points, i.e., the access pattern is
protected in CS1.

For CS2: It can only touch information through the process
of performing SMINn and SDD protocols, and we have shown
that both the protocols are privacy preserving. Therefore, CS2
cannot know the plaintexts of outsourced data sets, query
requests, and query results in retrieving dynamic skyline.
Besides, the security of the SMINn protocol guarantees that
CS2 learns nothing about which items are selected as the sky-
line point, i.e., access pattern is hidden. After retrieving skyline
points, CS1 sends {E(x̃j

i + rj
i)|i ∈ [1, w], j ∈ [1, d]} to CS2,

and CS2 can recover {x̃j
i + rj

i}. However, each x̃j
i is protected

by a random number rj
i. As a result, CS2 cannot infer x̃j

i from
x̃j

i + rj
i. Thus, the proposed scheme is privacy preserving.

VI. PERFORMANCE EVALUATION

In this section, we evaluate the performance of our proposed
scheme and compare it with the alternative scheme in
terms of computational and communication costs. Recalling
Section IV-C, the data outsourcing and local diagnosis phases
only involve data encryption and noise removal, respectively,
which are efficient and intuitive in terms of performance.
Therefore, in this section, we mainly focus on the performance
of the dynamic skyline search phase.

Experimental Setting: Our scheme was implemented in Java
and executed on a machine with 16-GB memory, 3.4-GHz Intel
Core i7-3770 processors, and Ubuntu 16.04 OS. In our exper-
iments, we adopt a real-world data set about eye state [19]. In
total, there are about 14 000 data records, and each record
has 14 attributes. Since the maximum difference of these
attributes is less than 500, we set MAX = 5002 · d · (n + 1),
where d and n are the number of dimensions and data records
used in our experiments, respectively. In addition, we set
k = 2 in the SMINn protocol, i.e., there are four mem-
bers in a group. For security parameters of SHE, we let
k0 = 8192, k1 = 40, k2 = 160. The maximum multiplicative
depth of our scheme is �log n� + 5 = 19, which is less than
σ = �(k0/2k2) − 1� = 24. Therefore, we can avoid applying
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(a) (b)

Fig. 5. Computational costs of dynamic skyline search. (a) Varying with the
number of data records n, d = 3. (b) Varying with the number of dimensions
d, n = 1000.

the bootstrapping protocol. Note that under such a setting of
SHE, our proposed scheme can support a data set containing
tens of millions of data records, which is enough for most data
sets. For the case that the data set size is increasing, the boot-
strapping protocol [10] is recommended if the data set size
exceeds the maximum limit. This is because it avoids reset-
ting these security parameters and thus, reencrypting all data
records.

A. Performance of Our Proposed Scheme

In this section, we explore the performance of our proposed
scheme in searching dynamic skyline, which consists of three
phases: 1) preprocessing; 2) finding one skyline point; and
3) updating sum values. From Algorithm 1, we can see that
the performance of our scheme is related to the number of data
records n and dimensions d. Therefore, in the following, we
will show the computational and communication costs varying
with n and d in these three phases.

1) Computational Costs of Searching Skyline: Fig. 5
depicts the computational cost of our scheme in searching
dynamic skyline, in which we vary the number of data records
n from 1000 to 10 000 and the number of dimensions d from
3 to 10. Both Fig. 5(a) and (b) shows that the computational
costs of these phases are linearly increasing with the corre-
sponding parameters. However, the computational cost of the
preprocessing phase is significantly less than that of finding
one skyline point and updating sum values phases, as shown in
Fig. 5(a) and (b). It is reasonable since our scheme performs
the preprocessing phase only once, while the last two phases
need to repeat w (the number of skyline points) times. Fig. 5(a)
shows that the finding one skyline point phase takes more time
than the updating sum values phase when the growth of n.
That is because, in the finding phase, CS1 needs to traverse
the PM-tree, whose height is related to n. In Fig. 5(b), the
updating sum values phase is more expensive that the find-
ing one skyline point phase. In fact, to ensure the security of
our scheme, we employ the flip-coin mechanism in the SDD
protocol, in which CS1 needs to choose two random numbers
for each dimension. Thus, the third phase is more expensive
when d is increasing.

2) Communication Costs of Searching Skyline: Fig. 6 plots
the communication cost of searching dynamic skyline, in
which Fig. 6(a) varies the number of data records n, while
Fig. 6(b) varies the number of dimensions d. Since there is

(a) (b)

Fig. 6. Communication costs of dynamic skyline search. (a) Varying with the
number of data records n, d = 3. (b) Varying with the number of dimensions
d, n = 1000.

no interaction between CS1 and CS2 in the preprocessing
phase, the communication overhead in this phase is always 0.
Thus, we do not show the evaluation of the preprocessing
phase in Fig. 6. For the finding one skyline point phase,
Fig. 6(a) shows that the communication cost of this phase
is linearly increasing with n, while Fig. 6(b) demonstrates
that it has nothing to do with d. That is because there are
�([n− 1]/[2k − 1])� · (2k + k) SHE ciphertexts in this phase.
For the third phase, the communication cost is introduced by
the SDD protocol. We know that our SDD protocol needs
(d + 5) SHE ciphertexts. Therefore, for each skyline search
round, there are n(d + 5) SHE ciphertexts. Thus, both Fig. 6(a)
and (b) presents a linear trend. Note that since we set k = 2,
n(d + 5) > �([n− 1]/[2k − 1])� · (2k + k) ≈ 2(n − 1).
As a result, in both figures, the updating sum values phase is
more expensive than the finding one skyline point phase in the
communication cost.

B. Comparison With Alternative Scheme

In this section, we compare our scheme with Liu et al.’s
scheme (denoted as LYXP17) [4], which also designed a
secure dynamic skyline query scheme without leaking plain-
texts, single-dimensional privacy, and access patterns. To the
best of our knowledge, LYXP17 is the only scheme that has
the same security level as our proposed scheme in searching
dynamic skyline. Since LYXP17 employed the Paillier encryp-
tion as the primitive cryptosystem and the protocols introduced
in [20] as their basic secure protocols, the scheme would
take a lot of time when the data volume is large. To reason-
ably reduce the evaluation time, we set the security parameter
of Paillier as the lowest level, i.e., 512, and the number of
data records from 100 to 1000. Note that our scheme can
also adopt the data partitioning technique in [4] to further
improve performance. To clearly present the improvement of
our proposed scheme, we compare our scheme with LYXP17
without using this optimization technique.

1) Comparing Computational Costs in Searching Skyline:
Fig. 7 depicts the comparison results of our scheme and
LYXP17 in the computational cost. In Fig. 7(a), we vary the
number of data records n from 100 to 1000, while it is 3 to 10
for the number of dimensions d in Fig. 7(b). We can see that
both the figures show our scheme achieves up to two orders
of magnitude better performance than LYXP17. There are two
reasons for such a big improvement. First, SHE is much more
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(a) (b)

Fig. 7. Comparison of computational costs in searching dynamic skyline.
(a) Varying with the number of data records n, d = 3. (b) Varying with the
number of dimensions d, n = 100.

(a) (b)

Fig. 8. Comparison of communication costs in searching dynamic skyline.
(a) Varying with the number of data records n, d = 3. (b) Varying with the
number of dimensions d, n = 100.

TABLE II
THEORETICAL ANALYSIS OF THE COMMUNICATION COSTS

efficient that Paillier in encryption and decryption. Second,
we design a set of protocols: the secure atomic protocols, and
SMINn and SDD protocols, which are more efficient than the
secure protocols used in LYXP17.

2) Comparing Communication Costs in Searching Skyline:
Since both our scheme and LYXP17 can adjust the secu-
rity parameters to change the communication overheads, to be
fair, we instead compare the number of ciphertexts transferred
between CS1 and CS2. Fig. 8(a) shows that our scheme is
better than LYXP17 in the communication cost around 8.1×,
while it is at least 8.1× when varying the number of dimen-
sions, as shown in Fig. 8(b). When d = 10, our scheme is
about 11.3× better than LYXP17. To clearly explain the rea-
sons, we present the theoretical analysis of communication
costs in Table II.

From Table II, we can see that our scheme has fewer com-
munication costs in all phases. To ease of evaluation, we
assume the secure comparison protocols in LYXP17, such as
SLESS and SEQ, have only one communication round and two
transferred ciphertexts, which is the same as our comparison
protocols. In fact, the comparison protocols used in LYXP17
have more communication rounds and transferred ciphertexts.
Therefore, our scheme is at least 8.1× better than LYXP17 in
the communication cost.

VII. RELATED WORK

With increasing awareness of privacy protection and the
wide application of skyline queries, there has been a lot of
research devoted to processing skyline queries over encrypted
data [2], [4], [6], [11]–[13]. Bothe et al. [11] transformed
the skyline computation into a nondescending series and
adopted matrix encryption as the primitive cryptosystem. This
scheme is not semantically secure, and an adversary can
launch a known plaintext attack to determine the secret keys.
Zheng et al. [6] proposed a noninteractive data comparison
protocol to determine dominance relations over encrypted data.
However, this work mainly focused on the secure data merg-
ing technique and did not consider the single-dimensional
privacy and access patterns in computing skyline. Based on
the bloom filter technique and a variant of ElGamal encryp-
tion, Zhang et al. [12] presented a secure probabilistic skyline
query scheme for work selection in the mobile crowdsensing
scenario. This work is to deal with the probabilistic skyline
query rather than the dynamic skyline query that is used in our
scheme. Meanwhile, although the proposed scheme [12] can
hide the difference between two messages, it cannot preserve
the single-dimensional privacy and hide access patterns. In the
eHealthcare scenario, Hua et al. [2] implemented a privacy-
preserving online primary diagnosis system with skyline query.
In this scheme, the service provider holds two skyline point
sets, in which the elements are encoded, permuted, and per-
turbed. When a user (patient) would like to enjoy the online
primary diagnosis, he/she interacts with the service provider
to determine whether the sensed data record dominates the
points in these two sets. Different from our scheme that uses
the dynamic skyline query, the work in [2] adopted the basic
skyline computation to make the online primary diagnosis.

Recently, the works in [4], [13], [21], and [22] sepa-
rately proposed schemes to achieve secure dynamic skyline
queries. Wang et al. [13] employed the ORE to encrypt
the outsourced data. Obviously, it leaked the order relations
for a single dimension and also did not hide access pat-
terns. Wang et al. [21] presented a secure skyline query
scheme under the secure hardware (SGX) model instead of
the semi-honest two-server model. Besides, this approach
leaks the access patterns that are protected in our work.
Zeighami et al. [22] proposed a scheme to use query result
materialization for answering dynamic skyline queries on
encrypted data. However, it focused on building the result
materialization structure in a reasonable time while keeping
the storage overhead at practical levels, which cannot address
the problems in this work. Liu et al. [4] designed a fully
secure dynamic skyline scheme that can preserve the privacy
of plaintexts, single-dimensional privacy, and access patterns.
However, this scheme is not efficient enough. Our proposed
scheme can achieve the same security level as [4] while
significantly reducing the computational and communication
costs.

VIII. CONCLUSION

In this article, we have proposed an efficient and privacy-
preserving dynamic skyline query scheme that allows doctors

Authorized licensed use limited to: University of New Brunswick. Downloaded on June 09,2022 at 00:01:54 UTC from IEEE Xplore.  Restrictions apply. 



ZHANG et al.: ACHIEVING EFFICIENT AND PRIVACY-PRESERVING DYNAMIC SKYLINE QUERY IN ONLINE MEDICAL DIAGNOSIS 9985

to make a similar search over encrypted data in the online
medical diagnosis system. Specifically, we first defined the
dynamic skyline query and introduced the SHE. Then, we
presented two secure atomic protocols, i.e., SLESS and SEQ,
in which we employed the flip-coin mechanism to ensure
security. Based on these atomic protocols, we designed an
SDD protocol to securely determine dominance relations.
Meanwhile, we proposed a privacy-preserving XNOR gate and
a private minimum tree (PM-tree) to construct our SMINn pro-
tocol. With all of the above protocols, we carefully designed
our dynamic skyline query scheme to preserve privacy while
achieving high efficiency. Finally, we analyzed the security
of our scheme and conducted extensive experiments to eval-
uate it. The results show that our scheme is efficient in both
computation and communication.
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